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**Setup**

All analyses are done in R using RStudio. For detailed session information including R version, operating system and package versions, see the sessionInfo() output at the end of this document.

All figures are produced with ggplot2.

* Libraries

# Load libraries

library(tidyverse) # for tidy data analysis

library(readr) # for fast reading of input files

library(caret) # for convenient splitting

library(mice) # mice package for Multivariate Imputation by Chained Equations (MICE)

library(keras) # for neural nets

library(lime) # for explaining neural nets

library(rsample) # for splitting training and test data

library(recipes) # for preprocessing

library(yardstick) # for evaluation

library(ggthemes) # for additional plotting themes

library(corrplot) # for correlation

theme\_set(theme\_minimal())

# Install Keras if you have not installed it before

# follow instructions if you haven't installed TensorFlow

install\_keras()

**Data preparation**

**The dataset**

The Telco Customer Churn data set is the same one that Matt Dancho used in his post (see above). It was downloaded from [IBM Watson](https://www.ibm.com/communities/analytics/watson-analytics-blog/predictive-insights-in-the-telco-customer-churn-data-set/)

churn\_data\_raw <- read\_csv("WA\_Fn-UseC\_-Telco-Customer-Churn.csv")

glimpse(churn\_data\_raw)

## Observations: 7,043

## Variables: 21

## $ customerID "7590-VHVEG", "5575-GNVDE", "3668-QPYBK", "77...

## $ gender "Female", "Male", "Male", "Male", "Female", "...

## $ SeniorCitizen 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, ...

## $ Partner "Yes", "No", "No", "No", "No", "No", "No", "N...

## $ Dependents "No", "No", "No", "No", "No", "No", "Yes", "N...

## $ tenure 1, 34, 2, 45, 2, 8, 22, 10, 28, 62, 13, 16, 5...

## $ PhoneService "No", "Yes", "Yes", "No", "Yes", "Yes", "Yes"...

## $ MultipleLines "No phone service", "No", "No", "No phone ser...

## $ InternetService "DSL", "DSL", "DSL", "DSL", "Fiber optic", "F...

## $ OnlineSecurity "No", "Yes", "Yes", "Yes", "No", "No", "No", ...

## $ OnlineBackup "Yes", "No", "Yes", "No", "No", "No", "Yes", ...

## $ DeviceProtection "No", "Yes", "No", "Yes", "No", "Yes", "No", ...

## $ TechSupport "No", "No", "No", "Yes", "No", "No", "No", "N...

## $ StreamingTV "No", "No", "No", "No", "No", "Yes", "Yes", "...

## $ StreamingMovies "No", "No", "No", "No", "No", "Yes", "No", "N...

## $ Contract "Month-to-month", "One year", "Month-to-month...

## $ PaperlessBilling "Yes", "No", "Yes", "No", "Yes", "Yes", "Yes"...

## $ PaymentMethod "Electronic check", "Mailed check", "Mailed c...

## $ MonthlyCharges 29.85, 56.95, 53.85, 42.30, 70.70, 99.65, 89....

## $ TotalCharges 29.85, 1889.50, 108.15, 1840.75, 151.65, 820....

## $ Churn "No", "No", "Yes", "No", "Yes", "Yes", "No", ...

**EDA**

* Proportion of churn

churn\_data\_raw %>%

count(Churn)

## # A tibble: 2 x 2

## Churn n

##

## 1 No 5174

## 2 Yes 1869

* Plot categorical features

churn\_data\_raw %>%

mutate(SeniorCitizen = as.character(SeniorCitizen)) %>%

select(-customerID) %>%

select\_if(is.character) %>%

select(Churn, everything()) %>%

gather(x, y, gender:PaymentMethod) %>%

count(Churn, x, y) %>%

ggplot(aes(x = y, y = n, fill = Churn, color = Churn)) +

facet\_wrap(~ x, ncol = 4, scales = "free") +

geom\_bar(stat = "identity", alpha = 0.5) +

theme(axis.text.x = element\_text(angle = 90, hjust = 1),

legend.position = "top") +

scale\_color\_tableau() +

scale\_fill\_tableau()

![](data:image/png;base64,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)

* Plot numerical features

churn\_data\_raw %>%

select(-customerID) %>%

#select\_if(is.numeric) %>%

select(Churn, MonthlyCharges, tenure, TotalCharges) %>%

gather(x, y, MonthlyCharges:TotalCharges) %>%

ggplot(aes(x = y, fill = Churn, color = Churn)) +

facet\_wrap(~ x, ncol = 3, scales = "free") +

geom\_density(alpha = 0.5) +

theme(axis.text.x = element\_text(angle = 90, hjust = 1),

legend.position = "top") +

scale\_color\_tableau() +

scale\_fill\_tableau()
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* Remove customer ID as it doesn’t provide information

churn\_data <- churn\_data\_raw %>%

select(-customerID)

**Dealing with missing values**

* Pattern of missing data

md.pattern(churn\_data, plot = FALSE)

## gender SeniorCitizen Partner Dependents tenure PhoneService

## 7032 1 1 1 1 1 1

## 11 1 1 1 1 1 1

## 0 0 0 0 0 0

## MultipleLines InternetService OnlineSecurity OnlineBackup

## 7032 1 1 1 1

## 11 1 1 1 1

## 0 0 0 0

## DeviceProtection TechSupport StreamingTV StreamingMovies Contract

## 7032 1 1 1 1 1

## 11 1 1 1 1 1

## 0 0 0 0 0

## PaperlessBilling PaymentMethod MonthlyCharges Churn TotalCharges

## 7032 1 1 1 1 1 0

## 11 1 1 1 1 0 1

## 0 0 0 0 11 11

* Option 1: impute missing data => NOT done here!

imp <- mice(data = churn\_data, print = FALSE)

train\_data\_impute <- complete(imp, "long")

* Option 2: drop missing data => done here because not too much information is lost by removing it

churn\_data <- churn\_data %>%

drop\_na()

**Training and test split**

* Partition data into training and test set

set.seed(42)

index <- createDataPartition(churn\_data$Churn, p = 0.7, list = FALSE)

* Partition test set again into validation and test set

train\_data <- churn\_data[index, ]

test\_data <- churn\_data[-index, ]

index2 <- createDataPartition(test\_data$Churn, p = 0.5, list = FALSE)

valid\_data <- test\_data[-index2, ]

test\_data <- test\_data[index2, ]

nrow(train\_data)

## [1] 4924

nrow(valid\_data)

## [1] 1054

nrow(test\_data)

## [1] 1054

**Pre-Processing**

* Create recipe for preprocessing

A recipe is a description of what steps should be applied to a data set in order to get it ready for data analysis.

recipe\_churn <- recipe(Churn ~ ., train\_data) %>%

step\_dummy(all\_nominal(), -all\_outcomes()) %>%

step\_center(all\_predictors(), -all\_outcomes()) %>%

step\_scale(all\_predictors(), -all\_outcomes()) %>%

prep(data = train\_data)

* Apply recipe to three datasets

train\_data <- bake(recipe\_churn, new\_data = train\_data) %>%

select(Churn, everything())

valid\_data <- bake(recipe\_churn, new\_data = valid\_data) %>%

select(Churn, everything())

test\_data <- bake(recipe\_churn, new\_data = test\_data) %>%

select(Churn, everything())

* For Keras create response variable as one-hot encoded matrix

train\_y\_drop <- to\_categorical(as.integer(as.factor(train\_data$Churn)) - 1, 2)

colnames(train\_y\_drop) <- c("No", "Yes")

valid\_y\_drop <- to\_categorical(as.integer(as.factor(valid\_data$Churn)) - 1, 2)

colnames(valid\_y\_drop) <- c("No", "Yes")

test\_y\_drop <- to\_categorical(as.integer(as.factor(test\_data$Churn)) - 1, 2)

colnames(test\_y\_drop) <- c("No", "Yes")

* Because we want to train on a binary outcome, we can delete the “No” column

# if training with binary crossentropy

train\_y\_drop <- train\_y\_drop[, 2, drop = FALSE]

head(train\_y\_drop)

## Yes

## [1,] 0

## [2,] 1

## [3,] 1

## [4,] 0

## [5,] 1

## [6,] 0

valid\_y\_drop <- valid\_y\_drop[, 2, drop = FALSE]

test\_y\_drop <- test\_y\_drop[, 2, drop = FALSE]

* Remove response variable from preprocessed data (for Keras)

train\_data\_bk <- select(train\_data, -Churn)

head(train\_data\_bk)

## # A tibble: 6 x 30

## SeniorCitizen tenure MonthlyCharges TotalCharges gender\_Male Partner\_Yes

##

## 1 -0.439 0.0765 -0.256 -0.163 0.979 -0.966

## 2 -0.439 -1.23 -0.359 -0.949 0.979 -0.966

## 3 -0.439 -0.983 1.17 -0.635 -1.02 -0.966

## 4 -0.439 -0.901 -1.16 -0.863 -1.02 -0.966

## 5 -0.439 -0.168 1.34 0.347 -1.02 1.03

## 6 -0.439 1.22 -0.282 0.542 0.979 -0.966

## # ... with 24 more variables: Dependents\_Yes ,

## # PhoneService\_Yes , MultipleLines\_No.phone.service ,

## # MultipleLines\_Yes , InternetService\_Fiber.optic ,

## # InternetService\_No , OnlineSecurity\_No.internet.service ,

## # OnlineSecurity\_Yes , OnlineBackup\_No.internet.service ,

## # OnlineBackup\_Yes , DeviceProtection\_No.internet.service ,

## # DeviceProtection\_Yes , TechSupport\_No.internet.service ,

## # TechSupport\_Yes , StreamingTV\_No.internet.service ,

## # StreamingTV\_Yes , StreamingMovies\_No.internet.service ,

## # StreamingMovies\_Yes , Contract\_One.year ,

## # Contract\_Two.year , PaperlessBilling\_Yes ,

## # PaymentMethod\_Credit.card..automatic. ,

## # PaymentMethod\_Electronic.check , PaymentMethod\_Mailed.check

valid\_data\_bk <- select(valid\_data, -Churn)

test\_data\_bk <- select(test\_data, -Churn)

* Alternative to above, to convert response variable into numeric format where 1 = Yes and 0 = No

train\_data$Churn <- ifelse(train\_data$Churn == "Yes", 1, 0)

valid\_data$Churn <- ifelse(valid\_data$Churn == "Yes", 1, 0)

test\_data$Churn <- ifelse(test\_data$Churn == "Yes", 1, 0)

**Modeling with Keras**

* Define a simple MLP

model\_keras <- keras\_model\_sequential()

model\_keras %>%

layer\_dense(units = 32, kernel\_initializer = "uniform", activation = "relu",

input\_shape = ncol(train\_data\_bk)) %>%

layer\_dropout(rate = 0.2) %>%

layer\_dense(units = 16, kernel\_initializer = "uniform", activation = "relu") %>%

layer\_dropout(rate = 0.2) %>%

layer\_dense(units = 8, kernel\_initializer = "uniform", activation = "relu") %>%

layer\_dropout(rate = 0.2) %>%

layer\_dense(units = 1,

kernel\_initializer = "uniform", activation = "sigmoid") %>%

compile(

optimizer = 'adamax',

loss = 'binary\_crossentropy',

metrics = c("binary\_accuracy", "mse")

)

summary(model\_keras)

## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## Layer (type) Output Shape Param #

## ===========================================================================

## dense\_1 (Dense) (None, 32) 992

## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## dropout\_1 (Dropout) (None, 32) 0

## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## dense\_2 (Dense) (None, 16) 528

## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## dropout\_2 (Dropout) (None, 16) 0

## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## dense\_3 (Dense) (None, 8) 136

## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## dropout\_3 (Dropout) (None, 8) 0

## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## dense\_4 (Dense) (None, 1) 9

## ===========================================================================

## Total params: 1,665

## Trainable params: 1,665

## Non-trainable params: 0

## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

* Fit model (we could have used validation split on the trainings data instead of creating a validation set => see #)

fit\_keras <- fit(model\_keras,

x = as.matrix(train\_data\_bk),

y = train\_y\_drop,

batch\_size = 32,

epochs = 20,

#validation\_split = 0.30,

validation\_data = list(as.matrix(valid\_data\_bk), valid\_y\_drop),

verbose = 2

)

* Plot Keras training results

plot(fit\_keras) +

scale\_color\_tableau() +

scale\_fill\_tableau()
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**Evaluation**

* Predict classes and probabilities

pred\_classes\_test <- predict\_classes(object = model\_keras, x = as.matrix(test\_data\_bk))

pred\_proba\_test <- predict\_proba(object = model\_keras, x = as.matrix(test\_data\_bk))

* Create results table

test\_results <- tibble(

actual\_yes = as.factor(as.vector(test\_y\_drop)),

pred\_classes\_test = as.factor(as.vector(pred\_classes\_test)),

Yes = as.vector(pred\_proba\_test),

No = 1 - as.vector(pred\_proba\_test))

head(test\_results)

## # A tibble: 6 x 4

## actual\_yes pred\_classes\_test Yes No

##

## 1 0 1 0.515 0.485

## 2 0 0 0.0142 0.986

## 3 1 1 0.575 0.425

## 4 1 0 0.436 0.564

## 5 0 0 0.00362 0.996

## 6 0 0 0.0309 0.969

* Calculate confusion matrix

test\_results %>%

conf\_mat(actual\_yes, pred\_classes\_test)

## Truth

## Prediction 0 1

## 0 690 124

## 1 84 156

* Calculate metrics

test\_results %>%

metrics(actual\_yes, pred\_classes\_test)

## # A tibble: 2 x 3

## .metric .estimator .estimate

##

## 1 accuracy binary 0.803

## 2 kap binary 0.470

* Are under the ROC curve

test\_results %>%

roc\_auc(actual\_yes, Yes)

## # A tibble: 1 x 3

## .metric .estimator .estimate

##

## 1 roc\_auc binary 0.837

* Precision and recall

tibble(

precision = test\_results %>% yardstick::precision(actual\_yes, pred\_classes\_test) %>% select(.estimate) %>% as.numeric(),

recall = test\_results %>% yardstick::recall(actual\_yes, pred\_classes\_test) %>% select(.estimate) %>% as.numeric()

)

## # A tibble: 1 x 2

## precision recall

##

## 1 0.848 0.891

* F1-Statistic

test\_results %>% yardstick::f\_meas(actual\_yes, pred\_classes\_test, beta = 1)

## # A tibble: 1 x 3

## .metric .estimator .estimate

##

## 1 f\_meas binary 0.869

**H2O**

Shows an alternative to Keras!

* Initialise H2O instance and convert data to h2o frame

library(h2o)

h2o.init(nthreads = -1)

## Connection successful!

##

## R is connected to the H2O cluster:

## H2O cluster uptime: 1 hours 16 minutes

## H2O cluster timezone: Europe/Berlin

## H2O data parsing timezone: UTC

## H2O cluster version: 3.20.0.8

## H2O cluster version age: 2 months and 20 days

## H2O cluster name: H2O\_started\_from\_R\_shiringlander\_wcd642

## H2O cluster total nodes: 1

## H2O cluster total memory: 3.03 GB

## H2O cluster total cores: 8

## H2O cluster allowed cores: 8

## H2O cluster healthy: TRUE

## H2O Connection ip: localhost

## H2O Connection port: 54321

## H2O Connection proxy: NA

## H2O Internal Security: FALSE

## H2O API Extensions: XGBoost, Algos, AutoML, Core V3, Core V4

## R Version: R version 3.5.1 (2018-07-02)

h2o.no\_progress()

train\_hf <- as.h2o(train\_data)

valid\_hf <- as.h2o(valid\_data)

test\_hf <- as.h2o(test\_data)

response <- "Churn"

# For binary classification, response should be a factor

train\_hf[, response] <- as.factor(train\_hf[, response])

valid\_hf[, response] <- as.factor(valid\_hf[, response])

test\_hf[, response] <- as.factor(test\_hf[, response])

summary(train\_hf$Churn, exact\_quantiles = TRUE)

## Churn

## 0:3615

## 1:1309

summary(valid\_hf$Churn, exact\_quantiles = TRUE)

## Churn

## 0:774

## 1:280

summary(test\_hf$Churn, exact\_quantiles = TRUE)

## Churn

## 0:774

## 1:280

* Train model with AutoML.

“During model training, you might find that the majority of your data belongs in a single class. For example, consider a binary classification model that has 100 rows, with 80 rows labeled as class 1 and the remaining 20 rows labeled as class 2. This is a common scenario, given that machine learning attempts to predict class 1 with the highest accuracy. It can also be an example of an imbalanced dataset, in this case, with a ratio of 4:1. The balance\_classes option can be used to balance the class distribution. When enabled, H2O will either undersample the majority classes or oversample the minority classes. Note that the resulting model will also correct the final probabilities (“undo the sampling”) using a monotonic transform, so the predicted probabilities of the first model will differ from a second model. However, because AUC only cares about ordering, it won’t be affected. If this option is enabled, then you can also specify a value for the class\_sampling\_factors and max\_after\_balance\_size options.

aml <- h2o.automl(x = features,

y = response,

training\_frame = train\_hf,

validation\_frame = valid\_hf,

balance\_classes = TRUE,

max\_runtime\_secs = 3600)

# View the AutoML Leaderboard

lb <- aml@leaderboard

best\_model <- aml@leader

h2o.saveModel(best\_model, "/Users/shiringlander/Documents/Github/Data")

* Prediction

pred <- h2o.predict(best\_model, test\_hf[, -1])

* Mean per class error

h2o.mean\_per\_class\_error(best\_model, train = TRUE, valid = TRUE, xval = TRUE)

## train valid xval

## 0.1717911 0.2172683 0.2350682

* Confusion matrix on validation data

h2o.confusionMatrix(best\_model, valid = TRUE)

## Confusion Matrix (vertical: actual; across: predicted) for max f1 @ threshold = 0.258586059604449:

## 0 1 Error Rate

## 0 478 130 0.213816 =130/608

## 1 49 173 0.220721 =49/222

## Totals 527 303 0.215663 =179/830

h2o.auc(best\_model, train = TRUE)

## [1] 0.9039696

h2o.auc(best\_model, valid = TRUE)

## [1] 0.8509068

h2o.auc(best\_model, xval = TRUE)

## [1] 0.8397085

* Performance and confusion matrix on test data

perf <- h2o.performance(best\_model, test\_hf)

h2o.confusionMatrix(perf)

## Confusion Matrix (vertical: actual; across: predicted) for max f1 @ threshold = 0.40790847476229:

## 0 1 Error Rate

## 0 667 107 0.138243 =107/774

## 1 86 194 0.307143 =86/280

## Totals 753 301 0.183112 =193/1054

* Plot performance

plot(perf)

* More performance metrics extracted

h2o.logloss(perf)

## [1] 0.4008041

h2o.mse(perf)

## [1] 0.1278505

h2o.auc(perf)

## [1] 0.8622301

metrics <- as.data.frame(h2o.metric(perf))

head(metrics)

## threshold f1 f2 f0point5 accuracy precision

## 1 0.8278177 0.01418440 0.008912656 0.03472222 0.7362429 1

## 2 0.8203439 0.02816901 0.017793594 0.06756757 0.7381404 1

## 3 0.8173635 0.04195804 0.026642984 0.09868421 0.7400380 1

## 4 0.8160146 0.04878049 0.031055901 0.11363636 0.7409867 1

## 5 0.8139018 0.05555556 0.035460993 0.12820513 0.7419355 1

## 6 0.8112067 0.07560137 0.048629531 0.16975309 0.7447818 1

## recall specificity absolute\_mcc min\_per\_class\_accuracy

## 1 0.007142857 1 0.07249342 0.007142857

## 2 0.014285714 1 0.10261877 0.014285714

## 3 0.021428571 1 0.12580168 0.021428571

## 4 0.025000000 1 0.13594622 0.025000000

## 5 0.028571429 1 0.14540208 0.028571429

## 6 0.039285714 1 0.17074408 0.039285714

## mean\_per\_class\_accuracy tns fns fps tps tnr fnr fpr tpr

## 1 0.5035714 774 278 0 2 1 0.9928571 0 0.007142857

## 2 0.5071429 774 276 0 4 1 0.9857143 0 0.014285714

## 3 0.5107143 774 274 0 6 1 0.9785714 0 0.021428571

## 4 0.5125000 774 273 0 7 1 0.9750000 0 0.025000000

## 5 0.5142857 774 272 0 8 1 0.9714286 0 0.028571429

## 6 0.5196429 774 269 0 11 1 0.9607143 0 0.039285714

## idx

## 1 0

## 2 1

## 3 2

## 4 3

## 5 4

## 6 5

* Plot performance metrics

metrics %>%

gather(x, y, f1:tpr) %>%

ggplot(aes(x = threshold, y = y, group = x)) +

facet\_wrap(~ x, ncol = 2, scales = "free") +

geom\_line()
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* Examine prediction thresholds

threshold <- metrics[order(-metrics$accuracy), "threshold"][1]

finalRf\_predictions <- data.frame(actual = as.vector(test\_hf$Churn),

as.data.frame(h2o.predict(object = best\_model,

newdata = test\_hf)))

finalRf\_predictions$accurate <- ifelse(finalRf\_predictions$actual ==

finalRf\_predictions$predict, "ja", "nein")

finalRf\_predictions$predict\_stringent <- ifelse(finalRf\_predictions$p1 > threshold, 1,

ifelse(finalRf\_predictions$p0 > threshold, 0, "unsicher"))

finalRf\_predictions$accurate\_stringent <- ifelse(finalRf\_predictions$actual ==

finalRf\_predictions$predict\_stringent, "ja",

ifelse(finalRf\_predictions$predict\_stringent ==

"unsicher", "unsicher", "nein"))

finalRf\_predictions %>%

group\_by(actual, predict) %>%

dplyr::summarise(n = n())

## # A tibble: 4 x 3

## # Groups: actual [?]

## actual predict n

##

## 1 0 0 602

## 2 0 1 172

## 3 1 0 63

## 4 1 1 217

finalRf\_predictions %>%

group\_by(actual, predict\_stringent) %>%

dplyr::summarise(n = n())

## # A tibble: 6 x 3

## # Groups: actual [?]

## actual predict\_stringent n

##

## 1 0 0 683

## 2 0 1 63

## 3 0 unsicher 28

## 4 1 0 101

## 5 1 1 152

## 6 1 unsicher 27

finalRf\_predictions %>%

gather(x, y, accurate, accurate\_stringent) %>%

mutate(x = ifelse(x == "accurate", "Default Schwelle: 0.5",

paste("Angepasste Schwelle:", round(threshold, digits = 2)))) %>%

ggplot(aes(x = actual, fill = y)) +

facet\_grid(~ x) +

geom\_bar(position = "dodge") +

scale\_fill\_tableau()
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df <- finalRf\_predictions[, c(1, 3, 4)]

thresholds <- seq(from = 0, to = 1, by = 0.1)

prop\_table <- data.frame(threshold = thresholds,

prop\_p0\_true = NA, prop\_p0\_false = NA,

prop\_p1\_true = NA, prop\_p1\_false = NA)

for (threshold in thresholds) {

pred\_1 <- ifelse(df$p1 > threshold, 1, 0)

pred\_1\_t <- ifelse(pred\_1 == df$actual, TRUE, FALSE)

group <- data.frame(df,

"pred\_true" = pred\_1\_t) %>%

group\_by(actual, pred\_true) %>%

dplyr::summarise(n = n())

group\_p0 <- filter(group, actual == "0")

prop\_p0\_t <- sum(filter(group\_p0, pred\_true == TRUE)$n) / sum(group\_p0$n)

prop\_p0\_f <- sum(filter(group\_p0, pred\_true == FALSE)$n) / sum(group\_p0$n)

prop\_table[prop\_table$threshold == threshold, "prop\_p0\_true"] <- prop\_p0\_t

prop\_table[prop\_table$threshold == threshold, "prop\_p0\_false"] <- prop\_p0\_f

group\_p1 <- filter(group, actual == "1")

prop\_p1\_t <- sum(filter(group\_p1, pred\_true == TRUE)$n) / sum(group\_p1$n)

prop\_p1\_f <- sum(filter(group\_p1, pred\_true == FALSE)$n) / sum(group\_p1$n)

prop\_table[prop\_table$threshold == threshold, "prop\_p1\_true"] <- prop\_p1\_t

prop\_table[prop\_table$threshold == threshold, "prop\_p1\_false"] <- prop\_p1\_f

}

prop\_table %>%

gather(x, y, prop\_p0\_true, prop\_p1\_true) %>%

rename(Schwellenwert = threshold) %>%

mutate(x = ifelse(x == "prop\_p0\_true", "prop true p0",

"prop true p1")) %>%

ggplot(aes(x = Schwellenwert, y = y, color = x)) +

geom\_point() +

geom\_line() +

scale\_color\_tableau()
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**Cost/revenue calculation**

Let’s assume that

1. a marketing campaign + employee time will cost the company 1000€ per year for every customer that is included in the campaign.
2. the annual average revenue per customer is 2000€ (in more complex scenarios customers could be further divided into revenue groups to calculate how “valuable” they are and how harmful loosing them would be)
3. investing into unnecessary marketing doesn’t cause churn by itself (i.e. a customer who isn’t going to churn isn’t reacting negatively to the add campaign – which could happen in more complex scenarios).
4. without a customer churn model the company would target half of their customer (by chance) for ad-campaigns
5. without a customer churn model the company would lose about 25% of their customers to churn

This would mean that compared to no intervention we would have

* prop\_p0\_true == customers who were correctly predicted to not churn did not cost anything (no marketing money was spent): +/-0€
* prop\_p0\_false == customers that did not churn who are predicted to churn will be an empty investment: +/-0€ – 1500€
* prop\_p1\_false == customer that were predicted to stay but churned: -2000€
* prop\_p1\_true == customers that were correctly predicted to churn:
* let’s say 100% of those could be kept by investing into marketing: +2000€ -1500€
* let’s say 50% could be kept by investing into marketing: +2000€ \* 0.5 -1500€
* Let’s play around with some values:

# Baseline

revenue <- 2000

cost <- 1000

customers\_churn <- filter(test\_data, Churn == 1)

customers\_churn\_n <- nrow(customers\_churn)

customers\_no\_churn <- filter(filter(test\_data, Churn == 0))

customers\_no\_churn\_n <- nrow(customers\_no\_churn)

customers <- customers\_churn\_n + customers\_no\_churn\_n

ad\_target\_rate <- 0.5

ad\_cost\_default <- customers \* ad\_target\_rate \* cost

churn\_rate\_default <- customers\_churn\_n / customers\_no\_churn\_n

ann\_revenue\_default <- customers\_no\_churn\_n \* revenue

net\_win\_default <- ann\_revenue\_default - ad\_cost\_default

net\_win\_default

## [1] 1021000

* How much revenue can we gain from predicting customer churn (assuming conversionr rate of 0.7):

conversion <- 0.7

net\_win\_table <- prop\_table %>%

mutate(prop\_p0\_true\_X = prop\_p0\_true \* customers\_no\_churn\_n \* revenue,

prop\_p0\_false\_X = prop\_p0\_false \* customers\_no\_churn\_n \* (revenue -cost),

prop\_p1\_false\_X = prop\_p1\_false \* customers\_churn\_n \* 0,

prop\_p1\_true\_X = prop\_p1\_true \* customers\_churn\_n \* ((revenue \* conversion) - cost)) %>%

group\_by(threshold) %>%

summarise(net\_win = sum(prop\_p0\_true\_X + prop\_p0\_false\_X + prop\_p1\_false\_X + prop\_p1\_true\_X),

net\_win\_compared = net\_win - net\_win\_default) %>%

arrange(-net\_win\_compared)

net\_win\_table

## # A tibble: 11 x 3

## threshold net\_win net\_win\_compared

##

## 1 0.7 1558000 537000

## 2 0.8 1554000 533000

## 3 0.6 1551000 530000

## 4 0.9 1548000 527000

## 5 1 1548000 527000

## 6 0.5 1534000 513000

## 7 0.4 1515600 494600

## 8 0.3 1483400 462400

## 9 0.2 1417200 396200

## 10 0.1 1288200 267200

## 11 0 886000 -135000

**LIME**

* Explaining predictions

Xtrain <- as.data.frame(train\_hf)

Xtest <- as.data.frame(test\_hf)

# run lime() on training set

explainer <- lime::lime(x = Xtrain,

model = best\_model)

# run explain() on the explainer

explanation <- lime::explain(x = Xtest[1:9, ],

explainer = explainer,

n\_labels = 1,

n\_features = 4,

kernel\_width = 0.5)

plot\_explanations(explanation)
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explanation %>%

plot\_features(ncol = 3)
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sessionInfo()

## R version 3.5.1 (2018-07-02)

## Platform: x86\_64-apple-darwin15.6.0 (64-bit)

## Running under: macOS 10.14.1

##

## Matrix products: default

## BLAS: /Library/Frameworks/R.framework/Versions/3.5/Resources/lib/libRblas.0.dylib

## LAPACK: /Library/Frameworks/R.framework/Versions/3.5/Resources/lib/libRlapack.dylib

##

## locale:

## [1] en\_US.UTF-8/en\_US.UTF-8/en\_US.UTF-8/C/en\_US.UTF-8/en\_US.UTF-8

##

## attached base packages:

## [1] stats graphics grDevices utils datasets methods base

##

## other attached packages:

## [1] h2o\_3.20.0.8 bindrcpp\_0.2.2 corrplot\_0.84 ggthemes\_4.0.1

## [5] yardstick\_0.0.2 recipes\_0.1.4 rsample\_0.0.3 lime\_0.4.1

## [9] keras\_2.2.4 mice\_3.3.0 caret\_6.0-81 lattice\_0.20-38

## [13] forcats\_0.3.0 stringr\_1.3.1 dplyr\_0.7.8 purrr\_0.2.5

## [17] readr\_1.2.1 tidyr\_0.8.2 tibble\_1.4.2 ggplot2\_3.1.0

## [21] tidyverse\_1.2.1

##

## loaded via a namespace (and not attached):

## [1] minqa\_1.2.4 colorspace\_1.3-2 class\_7.3-14

## [4] base64enc\_0.1-3 rstudioapi\_0.8 prodlim\_2018.04.18

## [7] fansi\_0.4.0 lubridate\_1.7.4 xml2\_1.2.0

## [10] codetools\_0.2-15 splines\_3.5.1 knitr\_1.21

## [13] shinythemes\_1.1.2 zeallot\_0.1.0 jsonlite\_1.6

## [16] nloptr\_1.2.1 pROC\_1.13.0 broom\_0.5.1

## [19] tfruns\_1.4 shiny\_1.2.0 compiler\_3.5.1

## [22] httr\_1.3.1 backports\_1.1.2 assertthat\_0.2.0

## [25] Matrix\_1.2-15 lazyeval\_0.2.1 cli\_1.0.1

## [28] later\_0.7.5 htmltools\_0.3.6 tools\_3.5.1

## [31] gtable\_0.2.0 glue\_1.3.0 reshape2\_1.4.3

## [34] Rcpp\_1.0.0 cellranger\_1.1.0 nlme\_3.1-137

## [37] blogdown\_0.9 iterators\_1.0.10 timeDate\_3043.102

## [40] gower\_0.1.2 xfun\_0.4 lme4\_1.1-19

## [43] rvest\_0.3.2 mime\_0.6 pan\_1.6

## [46] MASS\_7.3-51.1 scales\_1.0.0 ipred\_0.9-8

## [49] hms\_0.4.2 promises\_1.0.1 parallel\_3.5.1

## [52] yaml\_2.2.0 reticulate\_1.10 rpart\_4.1-13

## [55] stringi\_1.2.4 tensorflow\_1.10 foreach\_1.4.4

## [58] lava\_1.6.4 bitops\_1.0-6 rlang\_0.3.0.1

## [61] pkgconfig\_2.0.2 evaluate\_0.12 bindr\_0.1.1

## [64] labeling\_0.3 htmlwidgets\_1.3 tidyselect\_0.2.5

## [67] plyr\_1.8.4 magrittr\_1.5 bookdown\_0.8

## [70] R6\_2.3.0 generics\_0.0.2 mitml\_0.3-6

## [73] pillar\_1.3.0 haven\_2.0.0 whisker\_0.3-2

## [76] withr\_2.1.2 RCurl\_1.95-4.11 survival\_2.43-3

## [79] nnet\_7.3-12 modelr\_0.1.2 crayon\_1.3.4

## [82] jomo\_2.6-5 utf8\_1.1.4 rmarkdown\_1.11

## [85] grid\_3.5.1 readxl\_1.1.0 data.table\_1.11.8

## [88] ModelMetrics\_1.2.2 digest\_0.6.18 xtable\_1.8-3

## [91] httpuv\_1.4.5 stats4\_3.5.1 munsell\_0.5.0

## [94] glmnet\_2.0-16